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요       약 

Sanitizer 는 메모리 오류, 타입 불일치, 초기화되지 않은 값 사용 등 취약점을 탐지하는 동적 분

석 도구로, 소프트웨어 테스트에 널리 활용된다. Address Sanitizer와 같은 메타데이터 기반 도구는 높

은 탐지율을 보이지만, 메모리 사용과 실행 시간 측면에서 한계가 있다. 이를 보완하기 위해 최근에

는 poison value 를 활용한 경량 sanitizer 가 제안되고 있다. 논문은 이러한 기법들을 정리하고, 탐지 

정확도, 오탐률, 오버헤드 관점에서의 특성과 실용 가능성을 고찰한다. 
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1. 서론 

C/C++ 프로그램에서 발생하는 런타임 메모리 오류

는 중요한 보안 취약점 중 하나로 꼽힌다. 이러한 문

제를 탐지하기 위한 동적 분석 도구인 “Sanitizer”는 

테스트 단계에서 오류를 조기 발견하는 데 널리 활용

된다. 대표적인 예로 Address Sanitizer (ASAN) [1]은 

shadow memory 기반의 접근 방식으로 높은 탐지 정확

도를 제공하지만 평균 3.37 배의 메모리 오버헤드와 

1.73배의 실행 시간이라는 문제점이 존재한다. 

이러한 문제를 해결하기 위해 별도의 메타데이터 

없이 redzone 에 특수 값을 삽입하여 변조를 감지하는 

poison value 기반 sanitizer가 제안되었다. 초기에는 메

타데이터를 최소화하면서 높은 성능과 호환성을 확보

한 LBC[2]가 등장하였고 이후 ReZZan[3]은 메타데이

터를 완전히 제거하였다. 최근에는 FloatZone[4]이 

FPU 특성을 활용해 검사 연산 자체의 부하를 줄이는 

방법을 제시하였다. 

본 논문은 poison value 를 활용한 sanitizer 기술들의 

설계 방식과 성능 특성을 비교 분석하고, 이들의 한

계와 향후 연구 방향을 모색한다. 

 

2. Poison value 기반 sanitizer 연구 

2.1 LBC (Lightweight bounds checking) 

LBC는 메모리 객체 주변에 guard zone을 삽입하고, 

포인터 역참조 시 이 영역에 접근했는지를 검사하는 

sanitizer 이다. Guard zone 은 접근이 발생하면 안 되는 

보호용 메모리 공간으로, 내부에 삽입된 poison value

를 통해 손상 여부를 감지한다. 이는 redzone 과 기능

적으로 동일하며, LBC에서는 이를 guard zone이라 지

칭하여 오류를 탐지한다. 

Fast-path 에서는 메모리 접근 시 poison value 만을 

비교해 빠르게 오류를 탐지하며 slow-path 에서는 

guard map을 조회해 guard zone 침범을 확인한다. 

Guard map 은 각 메모리 주소가 정상 객체인지 

guard zone인지를 나타내는 최소한의 메타데이터다. 

SPECint 2000 기준 LBC 는 평균 23% 실행 오버헤

드와 8.5% 메모리 오버헤드를 기록했으며 기존 

bounds checker 대비 뛰어난 성능과 낮은 자원 소모를 

달성했다. 또한 포인터 자체를 추적하는 별도 

instrumentation 없이 메모리 접근 시점에서만 검사해 

기존 코드와 높은 호환성을 유지할 수 있다[2]. 

 

2.2 ReZZen 

ReZZan 은 redzone 에 Poison value 를 삽입하고, 해

당 값의 변조 여부를 통해 메모리 경계 침범을 탐지
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하는 경량 sanitizer 이다. <그림 1>의 메모리 구조에서 

볼 수 있듯이 Stack, heap, global 영역의 각 메모리 객

체의 전후에 redzone 을 배치하며 프로그램 실행 시 

고정된 값을 poison value로 설정한다. 이후 메모리 접

근 시 <그림 1>에서 화살표로 표기된 것과 같이 해당 

주소에 저장된 값이 poison value 와 일치하는지를 검

사함으로써 overflow나 underflow 여부를 판단한다. 

ReZZan 은 별도의 shadow memory 나 메타데이터를 

사용하지 않기 때문에 기존 방식 대비 메모리 접근 

오버헤드가 낮고 구현이 단순하다. AFL++ 기반 

Fuzzing 실험에서 native 실행 대비 ASAN 은 약 2.36

배, ReZZan은 1.27배의 실행 오버헤드를 보였다[3]. 

 
<그림 1> Rezzan의 redzone과 redzone check 

access는 초록색, check는 붉은색 화살표 

 

2.3 FloatZone 

FloatZone 은 부동소수점 연산 장치인 Floating Point 

Unit (FPU)의 예외 처리 특성을 이용해 메모리 오류를 

탐지하는 경량 sanitizer 이다. 이 기법은 redzone 에 

poison value 로 0x8b8b8b8b 을 <그림 2>와 같이 삽입

하고 메모리 접근 시 주소에 저장된 값과 0x0b8b8b8a

를 더하는 연산(vaddss)을 수행하여 underflow exception

이 발생하는지를 확인함으로써 redzone 접근을 판별한

다. 

 
<그림 2> FloatZone에서의 redzone과 redzone check 

exception 발생은 붉은색, valid access는 초록색 화살표 

 

이러한 방식은 별도의 메타데이터 없이 탐지가 가

능해 shadow memory 기반 도구보다 낮은 오버헤드를 

가진다. SPEC CPU 2006 기준으로 ASAN 은 native 실

행 대비 평균 77.8%의 실행 시간 오버헤드와 237%의 

메모리 오버헤드를 기록한 반면, FloatZone은 36.4%의 

실행 시간 오버헤드와 182%의 메모리 오버헤드를 보

이며 효율적인 성능을 달성하였다[4]. 

 

3. 결론 

본 논문에서는 LBC, ReZZan, FloatZone 기반 경량 

sanitizer 를 비교 분석하였다. 이들 기법은 shadow 

memory 없이 메모리 오류를 탐지하여 성능과 적용성

에서 기존 기법 대비 강점을 보인다. 

LBC 는 guard zone 과 최소한의 메타데이터를 활용

하여 정확도를 확보하며 ReZZan 은 고정된 poison 

value 만으로 검사를 수행해 메타데이터를 제거했다. 

FloatZone 은 FPU 의 부동소수점 연산 특성을 이용해 

redzone 접근을 감지하여 연산 부하를 줄였다. 이러한 

경량 sanitizer 들은 임베디드 시스템, IoT 기기, 실시간 

운영체제(RTOS) 환경에서도 활용 가능하다. 

그러나 사용자가 사용하는 production 환경에서는 

한계가 존재한다. ReZZan 과 FloatZone 은 고정된 

poison value 사용으로 인해 redzone 을 poison value 로 

덮어쓰는 방식의 우회 공격에 취약하며 FloatZone 은 

FPU 연산 오차로 인한 오탐 및 미탐 가능성이 존재

한다. LBC 는 intra-object overflow, 즉 하나의 객체 내 

배열과 필드 사이의 침범을 탐지하지 못하는 문제가 

있다. 

최근 SANRAZOR[5], ASAP[6]등 production 환경 적

용을 위한 sanitizer 연구가 활발히 진행되고 있기에 

향후에는 이러한 한계를 극복하고 실시간 보호가 가

능한 경량 sanitizer 설계가 필요하다. 
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