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요 약
대부분의 최신 마이크로 프로세서에서 사용 가능한 하드웨어 퍼포먼스 카운터는 시스템과 어플리케

이션의 상태를 모니터링, 분석 및 최적화하는 다양한 용도로 폭넓게 사용되고 있다. 적은 오버헤드로

시스템의 가장 기본적인 정보를 수집할 수 있기 때문에 다양한 분야에서 활용이 가능하다. 이러한

퍼포먼스 카운터는 리눅스에 내장되어 있는 퍼프 이벤트를 통하여 수집 할 수 있는데 클러스터

시스템에서는 단일 노드에서와는 다른 방법을 사용하여 이벤트를 수집해야 한다. 본 연구에서는 클러스터

시스템에서 하드웨어 퍼포먼스 카운터를 수집하는 방법과 오버헤드에 대하여 연구하여 카운터의

활용을 지원하고자 한다.

1. 서론

현재 슈퍼컴퓨터는 페타스케일을 넘어 엑사스케일의

시대로 진입하는 단계에 있다. 가장 최근에 구축된

일본의 푸가쿠(Fugaku)는 0.5 엑사플롭스를 달성

하였으며 슈퍼컴퓨터 강국인 미국과 중국은 엑사스케일

슈퍼컴퓨터 구축을 위하여 박차를 가하고 있다.

이러한 거대한 자본이 투입되는 엑사스케일 슈퍼컴

퓨터를 효율적으로 활용하기 위해서는 시스템과

실행되는 어플리케이션을 효과적으로 분석하여 최적화

하는 작업이 반드시 필요하다. 하드웨어 퍼포먼스

카운터(Hardware Performance Counter) 데이터는

이러한 분석의 중요한 기초 데이터로 활용된다.

하드웨어 퍼포먼스 카운터 데이터를 수집하는 방법은

크게 두 가지가 있다. 하나는 최신의 리눅스에 포함

되어 있는 퍼프 이벤트(perf_event)를 사용하는 방법이다.

이 방법은 소스코드의 수정 없이 간단한 명령어로

어플리케이션 및 시스템의 하드웨어 퍼포먼스 카운터

데이터를 수집 할 수 있지만 멀티 노드로 구성된

클러스터 시스템에서는 수집이 어려운 단점이 있다.

다른 방법으로 Performance Application Programming

Interface(PAPI)를 사용하여 수집하는 방법이 있다.

이 경우는 지원되는 프로그래밍 언어의 제약이 있으며

소스코드를 수정해야 하는 단점이 있다.

본 논문에서는 클러스터 시스템에서 퍼프 이벤트를

이용하여 하드웨어 퍼포먼스 카운터 데이터를 수집

하는 방법을 제시하고 2개 노드로 구성된 클러스터

시스템에서 Nas Parallel Benchmark(NPB)의 하드웨어

퍼포먼스 카운터 데이터를 수집하였다. 그리고 실험을

통하여 클러스터 시스템에서 하드웨어 퍼포먼스 카운터

데이터 수집 시 발생하는 오버헤드를 측정 하였다.

2. 하드웨어 퍼포먼스 카운터

하드웨어 퍼포먼스 카운터는 최신 마이크로

프로세서에 내장되어 시스템과 프로세서의 성능을

모니터링하고 디버깅하기 위한 특별한 레지스터(x86

에서는 Model-Specific Registers or MSR)의

집합이다. 마이크로 프로세서의 하드웨어 관련 동작

정보를 제공하므로 레지스터 및 카운터의 구성은 프로세서

마다 상이 할 수 있으며 과거의 구형 프로세서에서는

제공되지 않는 경우도 있다. 최근의 거의 모든

프로세서는 카운터를 제공하고 있으며 사용자는 이러한

카운터를 저수준(Low Leve)의 성능 분석 및 최적화에

활용한다.
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카운터를수집하기위해서는서론에서간략히기술한 대로

두 가지 방법이 있다. 앞서 기술한 대로 PAPI는 여러

가지 제약이 있으며 시스템 및 프로세서에 따라 소스

코드를 변경해야 하는 등의 문제가 있기 때문에

상세한 분석이 필요한 경우나 소스코드의 최적화에

활용된다. 퍼프 이벤트는 쉽게 사용 가능하고 바이너리

응용어플리케이션에 직접 적용이 가능하기 때문에 보다

많이 사용되고 있다. 리눅스 커널 2.6.31 이후 버전에는

퍼프 이벤트가 기본적으로 포함되어 있으며 perf

명령어를 통하여 쉽게 사용할 수 있다[1].

perf 명령은 기본적으로 카운터를 수집하고자 하는

응용어플리케이션의 앞에 덧씌워서 실행하는 형태로

사용한다. 이러한 방식은 단일 노드에서 실행되는

응용어플리케이션에 적용하기에는 문제가 없으나

MPI(Message Passing Interface)를 사용하여 다중

노드에서 어플리케이션을 실행하는 경우에는 문제가

될 수 있다. 다중 노드에서 카운터를 수집하기 위하여

아래와 같이 쉘 스크립트 파일을 사용하여 어플리케

이션을 실행하면 카운터를 수집하지 않는 경우보다

작업시간이 길어지는 것을 볼 수 있다.

실행 명령 : mpirun –n 64 –host h1,h2 job.sh
job.sh 파일 내용

#!/bin/bash

(perf stat –e instructions /usr/bin/is.D.64)

이것은 MPI를 통하여 작업을 실행하는 mpirun에

perf와 응용어플리케이션이 순차적인 작업으로 전달되게

되고 이 경우 perf를 실행하는 프로세스들이 입출력 대기

상태로 기다린 후 응용어플리케이션이 실행되는 것으로

최종 수집되는 카운터 데이터에는 영향을 미치지 않는다.

하지만 이러한 지연으로 인하여 실시간으로 어플리

케이션을 모니터링 하고 분석하기에는 적합하지 않다.

실시간으로 원격 계산노드에서 실행되는 어플리

케이션을 모니터링하기 위해서는 perf의 ‘-p’ 옵션을

사용하여 어플리케이션의 프로세스를 직접 모니터링

하여야 한다. 본 논문에서는 이를 위하여 파이썬을

사용하여 원격 계산노드의 모니터링을 수행하는 프

로그램을 작성 하여 (그림 1)과 같은 방법으로 카운터

데이터를 수집하고 그 오버헤드를 비교 분석 하였다.

(그림 1) 원격 계산 노드 카운터 데이터 수집 방법

3. 원격 계산노드 카운터 데이터 수집 오버헤드 실험

본 장에서는 앞장에서 언급한 원격 계산노드에서

실행되는 응용어플리케이션의 카운터 데이터을 수집

하는 프로그램을 사용하여 수집하는 경우 발생하는

오버헤드의 측정 실험을 진행하고자 한다.

3-1. 실험환경

실험에 사용된 시스템은 1개의 메인노드와 2개의

계산노드로 구성된 소규모 클러스터 시스템이다.

메인노드에서는 계산노드에 작업을 할당하는 역할만

수행하고 계산 작업에는 참여하지 않는다. 시스템의

사양은 <표 1>과 같다.

메인노드 계산노드

프로세서

Intel(R) Xeon(R) CPU

E5-2620 2,00GHz,

2 CPUs 12 cores

Intel(R) Xeon(R)

Gold 6152 2.10GHz,

2 CPUs 44 cores

메모리 32GB(DDR3) 196GB(DDR4)

운영체제 CentOS 7.3

커널 3.10.0-957.el7.x86_64
파일시스템 Network File System

<표 1> 실험 시스템 사양

본 논문의 실험에는 NASA에서 만든 전산 유체

역학(CFD, Computational Fluid Dynamics)의 데이터

처리 및 계산에 관련한 8개의 응용어플리케이션으로

구성된 NAS Parallel Benchmarks(NPB)를 사용하였다[2].

NPB는 각각 다양한 특성을 가지는 어플리케이션이며

다양한 규모의 문제크기(S, W, A, B ,C, D, E, F)와

MPI, OpenMP 및 MPI+OpenMP 하이브리드를 통한

병렬 처리를 지원하여 많은 연구에서 벤치마크 어플

리케이션으로 활용되고 있다.

본 실험에서는 NPB의 8개 응용어플리케이션을

실행시간을 고려하여 C 또는 D 클래스로 선정하여

실험하였다. 다양한 상황에서의 오버헤드를 측정하기

위하여 카운터 데이터를 수집하지 않는 경우와 수집

하는 경우로 나누어 측정하였다. 카운터 데이터를

수집하는 경우는 2개의 항목을 수집하는 경우와 50

개의 항목을 수집하는 경우로 나누어 실험하였으며,

NPB 실행 전체의 카운터를 수집하는 것과 시간

간격을 1초와 5초를 두고 반복적으로 카운터 데이터를

수집하는 실험을 수행하였다. 모든 실험은 100회를

실행하였고 결과는 그 평균값이다.
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3-2. 실험 결과

실험의 결과는 <표 2>와 같다. 대부분의 NPB

어플리케이션에서 카운터 데이터를 수집하지 않을 때와

비교하여 2항목을 수집하는 경우 소폭의 실행시간

증가를 나타내었으며 평균 0.4%의 실행시간이 증가

하였다. 50항목을 수집하는 경우에는 실행시간 증가

폭이 더 커져서 평균 1.5%의 실행시간 증가를 보였다.

인터벌을 통한 수집횟수의 차이는 거의 영향을 미치지

않는 것을 알 수 있다.

NPB
수집

없음

2 항목 수집 50 항목 수집

인터벌

없음 5초 1초 없음 5초 1초

BT-C 21.86 21.94 21.94 21.94 22.17 22.17 22.2

CG-C 6.33 6.39 6.41 6.39 6.48 6.47 6.45

EP-D 25.98 26.21 26.22 26.07 26.48 26.44 26.44

FT-C 6.77 6.81 6.8 6.81 6.82 6.8 6.82

IS-D 17.54 17.55 17.58 17.59 17.66 17.66 17.67

LU-C 15.55 15.62 15.6 15.62 15.77 15.76 15.8

MG-D 38.22 38.28 38.29 38.28 38.88 38.86 38.87

SP-C 20.53 20.61 20.6 20.61 20.87 20.89 20.87

합계 152.78 153.41 153.44 153.31 155.13 155.05 155.12

백분율 100 100.41 100.43 100.35 101.54 101.49 101.53

평균 100 100.4 101.52

<표 2> 다양한 카운터 데이터 수집 방법에 따른 NPB

어플리케이션 실행 시간(초)

4. 관련연구

[3] 논문에서는 하드웨어 퍼포먼스 카운터 데이터

수집의 오버헤드에 대하여 연구하였으며 특히 PAPI와

같은 인터페이스를 사용하는 경우 보다 높은 오버헤드가

발생 할 수 있음을 밝혀내고 이를 해결하는 방안을

제시하였다.

[4] 논문에서는 하드웨어 퍼포먼스 카운터 기반의

퍼포먼스 분석 도구인 LIKWID의 오버헤드를 조사

하고 이를 PAPI의 오버헤드와 비교하였다. 양쪽 모두

유사한 오버헤드 패턴을 보이고 데이터 집약적인 워

크로드에서 보다 높은 오버헤드를 보이는 것을 확인

하였다.

[5] 논문에서는 하드웨어 퍼포먼스 카운터 데이터를

이용하여 초고성능 컴퓨팅 시스템의 Uncore 에너지

효율을 최적화 하는 연구를 수행하였다. Uncore의

주파수를 조절하는 프로그램을 사용하여 1%의 성능

하락이 있지만 10%의 에너지를 절감 효과를 달성하였다.

5. 결론

본 연구에서는 하드웨어 퍼포먼스 카운터 데이터를

클러스터 시스템에서 효과적으로 수집하는 방법을

제시하고 카운터 데이터 수집의 오버헤드를 측정하는

실험을 진행하였다. 실험 결과 오버헤드는 수집

항목의 수에 영향을 받으며 인터벌과는 관련성이

없음을 보였다.

향후 다양한 초고성능 컴퓨팅 시스템용 마이크로

프로세서를 대상으로 오버헤드 실험을 확대할

계획이며 보다 큰 규모의 클러스터에서 실험을

진행할 예정이다. 수집한 카운터 데이터를 기반으로

작업 실행 최적화 및 에너지 최적화의 연구도 수행할

계획이다.
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